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**Цель лабораторной работы**

Разработать систему управления сотрудниками, демонстрирующую множественное наследование, инкапсуляцию и полиморфизм в Python. Система должна уметь обрабатывать различные типы сотрудников, включая менеджеров и технических специалистов, а также предоставлять возможность для расширения и добавления новых ролей.

**Задачи**

1. Создайте класс Employee с общими атрибутами, такими как **name** (имя), **id** (идентификационный номер) и методами, например, **get\_info**(), который возвращает базовую информацию о сотруднике.
2. Создайте класс **Manager** с дополнительными атрибутами, такими как **department** (отдел) и методами, например, **manage\_project**(), символизирующим управление проектами.
3. Создайте класс **Technician** с уникальными атрибутами, такими как **specialization** (специализация), и методами, например, **perform\_maintenance**(), означающим выполнение технического обслуживания.
4. Создайте класс **TechManager**, который наследует как Manager, так и Technician. Этот класс должен комбинировать управленческие способности и технические навыки, например, иметь методы для управления проектами и выполнения технического обслуживания.
5. Добавьте метод **add\_employee**(), который позволяет **TechManager** добавлять сотрудников в список подчинённых.
6. Реализуйте метод **get\_team\_info**(), который выводит информацию о всех подчинённых сотрудниках.
7. Создайте объекты каждого класса и демонстрируйте их функциональность.

**Ход выполнения лабораторной работы**

Для передачи данных между родительскими и дочерними классами будем использовать условный json файл со всей необходимой информацией.

|  |
| --- |
| class Employee:     def \_\_init\_\_(self, name, id, salary, \*\*kwargs):         self.name = name         self.id = id         self.salary = salary  ​     def get\_info(self):         return (self.name, self.id, self.salary)    ​  class Manager(Employee):     def \_\_init\_\_(self, department, \*\*kwargs):         super().\_\_init\_\_(\*\*kwargs)         self.department = department       def get\_info(self):         return (\*super().get\_info(), self.department)       def get\_department(self):         return self.department       def manage\_project(self):         return "Managing project in progress..."    ​  class Technician(Employee):     def \_\_init\_\_(self, specialization, \*\*kwargs):         super().\_\_init\_\_(\*\*kwargs)         self.specialization = specialization  ​     def get\_info(self):         return (\*super().get\_info(), self.specialization)       def get\_specialization(self):         return self.specialization       def perform\_maintenance(self):         return "Performing maintenance..."    ​  class TechManager(Manager, Technician):     def \_\_init\_\_(self, \*\*kwargs):         super().\_\_init\_\_(\*\*kwargs)         self.team\_list = []  ​     def get\_info(self):         info = super().get\_info()         return info       def add\_employee(self, employee):         self.team\_list.append(employee)  ​     def get\_team\_info(self):         for employee in self.team\_list:             print(employee.get\_info())           return True  ​  ​  # Example Usage  data = {     'name': 'Mike',     'id': '1',     'salary': '13000',     'department': 'Research',     'specialization': 'Electric'  }  ​  My\_TechManager = TechManager(\*\*data)  ​  ​  print(My\_TechManager.get\_info(), end='\n\n')  ​  print(My\_TechManager.manage\_project(), end='\n\n')  ​  print(My\_TechManager.perform\_maintenance(), end='\n\n')  ​  dat1 = {     'name': 'Jane Doe',     'id': '2',     'salary': 'Unknown',     'department': 'FSB'  }  ​  dat2 = {     'name': 'John Doe',     'id': '3',     'salary': 'Many',     'specialization': 'Hacker'  }  ​  Worker\_1 = Manager(\*\*dat1)  Worker\_2 = Technician(\*\*dat2)  ​  My\_TechManager.add\_employee(Worker\_1)  My\_TechManager.add\_employee(Worker\_2)  ​  My\_TechManager.get\_team\_info()  ​ |

Элемент 1 ― Код программы

|  |
| --- |
| class Employee:     def \_\_init\_\_(self, data):         self.name = data['name']         self.id = data['id']         self.salary = data['salary']         #super().\_\_init\_\_(\*\*kwargs)  ​     def get\_info(self):         return (self.name, self.id, self.salary)    ​  class Manager(Employee):     def \_\_init\_\_(self, data):         super().\_\_init\_\_(data)         self.department = data['department']       def get\_info(self):         return (\*super().get\_info(), self.department)         def get\_department(self):         return self.department       def manage\_project(self):         return "Managing project in progress..."    ​  class Technician(Employee):     def \_\_init\_\_(self, data):         super().\_\_init\_\_(data)         self.specialization = data['specialization']  ​     def get\_info(self):         return (\*super().get\_info(), self.specialization)         def get\_specialization(self):         return self.specialization       def perform\_maintenance(self):         return "Performing maintenance..."    ​  class TechManager(Manager, Technician):  ​     def \_\_init\_\_(self, data):           super().\_\_init\_\_(data)         self.team\_list = []  ​     def get\_info(self):  ​         info = super().get\_info()         return info       def add\_employee(self, employee):         self.team\_list.append(employee)  ​     def get\_team\_info(self):         for employee in self.team\_list:             print(employee.get\_info())           return True  ​  ​  ​  ​  ​  ​  ​  ​  data = {     'name' : 'Mike',     'id' : '1',     'salary' : '13000',     'department':'Research',     'specialization':'Electric'  ​  }  ​  My\_TechManager = TechManager(data)  ​  print('\n')  print(My\_TechManager.get\_info(), end ='\n\n')  ​  print(My\_TechManager.manage\_project(), end ='\n\n')  ​  print(My\_TechManager.perform\_maintenance(), end ='\n\n')  ​  ​  dat1 = {     'name':'Jane Doe',     'id' : '2',     'salary':'Unknown',     'department':'FSB'  }  ​  dat2 = {     'name':'JoHn Doe',     'id' : '3',     'salary':'Unknown',     'specialization':'Hacker'  }  Worker\_1 = Manager(dat1)  ​  Worker\_2 = Technician(dat2)  ​  ​  My\_TechManager.add\_employee(Worker\_1)  My\_TechManager.add\_employee(Worker\_2)  ​  ​  My\_TechManager.get\_team\_info() |

Элемент 2 ― Код программы через “json” файл

![](data:image/png;base64,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)

Элемент 3 ― Проверка работоспособности

**Заключение**

Была изучена работа с классами и наследование.